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Abstract

Gupta algorithm was proposed back in 1972 to reduce cycle times, with very good performance results and it has been successfully used as a sequencing solution in critical activities in lean software develop processes. An alternative to this algorithm is presented with validation evidence on this document, using heuristic rules when equal selecting factors occurs. The algorithm, named Caldwell-T, can be used to solve, effectively, the possible clashes of activity that can occur in shared resources, as opposed to the traditional methodology, which encourages multitasking. Caldwell-t Algorithm obtained 78% performance effectiveness over Gupta proposal using a simulation model with Industry data. This improvement gives a big impact in software develop projects, when it is applied to critical chains and feeding buffers and signal calculations.

However, the new algorithm may yield less effective results compared with Gupta algorithm for certain random configurations of expected times of execution of activities, in approximately 20% of the cases, which allows to deduce that it is better to analyze the configuration of the multiproject environment with both algorithms, instead of putting them to compete. The results of this research is highly valuable because Gupta Algorithm is powerful compare with GA solutions and other IA approaches.
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1. Introduction

The development of software applications has been widely studied from several perspectives, such as: project management, resource management practices, use of code building standards, good teamwork practices, etc.

Development methodologies have evolved, from those centralized in architecture to those focused on the development of functionalities rather than whole systems.

Within the study’s approaches and the search for optimization of development methodologies, in contrast to the traditional "waterfall" or cascade, emerge the agile approaches and in particular, the development of lean software, which has gained great relevance and followers.

At the beginning of the nineties, Womack, Roos and Jones (1991) in the United States published a book that changed the way of understanding the process flow. This book entitled: The machine that changed the world, sowed the base of what has become popular as lean manufacturing (Lean Manufacturing). This concept caused such a stir in academic and business circles that it forced two of its authors (James Womack and Daniel Jones) to write a more
generic description, close to an optimization school of thought and which they called "lean thinking", or "slender thinking" (Hamilton B., 2007).

Lean thinking has been strengthened over the years, increased by application along with more specific techniques such as Six Sigma, giving rise to very diverse derivatives: Lean Six Sigma, Lean Service Management, Lean Accounting and Lean Supply Chain Management (George M., 2003). Faced with this evolution, it was foreseeable that software development sooner or later would also have to accept this current of thought as one of its alternatives.

Jatinder N.D. Gupta algorithm (1972) was proposed in order to reduce cycle times, with very good performance results and it has been successfully used as a sequencing criteria in critical activities in "lean" software development processes. Actually, this algorithm is the best in its kind with better results compared than Genetic Algorithms and other IA approaches until 2017 (Dou R. et al, 2016; Yassine A. et al, 2017), taking into account simplicity versus implementation cost, profitability and number of items involved (Gupta Algorithm is designed for MXN, resources and tasks). An alternative to this algorithm is presented with validation evidence on this document, using heuristic rules when equal selecting factors occurs.

This document is organized as follow. In the first section, a quick overview of literature review is presented. Then, a section with the explanation and validation evidence of the Caldwell-t heuristic algorithm including the main facts and results. Finally, data analysis and conclusions are developed.

1. Literature Review

Mary and Tom Poppendieck (2003) made the translation of lean thinking to software development processes, applying seven categories of waste, normally found in them. They took the proposal of Taichii Ohno (1976) of the seven basic categories of waste in the flow processes and defined their version for the case of software development projects: partially performed work, unnecessary work, unnecessary functionalities, frequent changes of activity (the multitasking effect), waiting, movements, defects and underutilization of human talent. In addition, to attack this waste, the researchers proposed what they considered the medicines or principles of Lean Software Development: eliminate waste, build quality, create knowledge, defer commitments, deliver quickly, respect people and optimize the whole (Poppendieck & Poppendieck, 2009).

From these principles, optimizing the whole is expressly focused on the elimination of wasteful practices in the management of software development projects. More specifically and related to this scientific article, the allocation of programming resources in multiproject environments with shared resources, can give a great opportunity to improve the execution and profitability of these processes (Suomalainen, T., Kuusela, R., and Tihinen, M., 2015).

Computer development projects have a very special dynamic: they are in themselves, a knowledge generation project and, on the other hand, team learning (Houssem Eddine N., Olfa Belkahla D. & Khaled G., 2016). The common practice is that many programmers carry out multiple activities, many of them of great complexity and that require inspiration and team talent.

The complexity of a computer development project is multiple: construction of code at the logical level, alignment with the information requirements and the needs of the users, shared resources, variable periods of concentration and inspiration of the programmers, changes in the demands of the users, etc. A traditional approach to work in an environment governed by uncertainty is, in many cases, to work in a multitasking or "multitasking" manner. The multitasking approach is generally very ineffective, as shown in Figure 1.

![Figure 1. The multitasking effect](image-url)
As can be seen in the example in Figure 1, the ABC tasks, sequenced in a dedicated manner, are completed in less time than the same tasks with a multitasking sequence. In the case of task C, there is no gain in the completion time. In specific software development projects, it is common to find that there are activities executed by shared resources. This already implies the need to determine an optimal sequence.

With much more reason, when executing multiprojects with overlapping shared resources among several projects. For example, one of the most used rules, First Incoming First Out (FIFO), is usually the immediate response to this problem (Houssem Eddine N., Olfa Belkahla D. & Khaled G., 2016).

Over the past 60 years, various heuristic algorithms have been developed to optimize the solution to the aforementioned problem:

5. Genetic Algorithms (Chu Beasley, 1997)

The two most robust algorithms to solve this problem are Campbell (1966) and J.N.D. Gupta (1972), and both mathematically demonstrate that the difference in the final results of service time is negligible, due to ties in the ordering criteria. Below an alternative proposal is developed to solve the problem of ordering tasks in an optimal sequence that allows the greatest use of those resources shared in critical chains in the management of software development projects and also, with the complexity of performing tasks concerned to multiple projects.

2. Caldwell-t heuristic algorithm compared with J.N.D. Gupta and Campbell algorithms

It is well known that, in an infinite number of iterations, the randomness does not generate an appreciable asymptotic limit when the criteria of the two most used algorithms are used, both Campbell and J.N.D. Gupta. But discreetly, there are differences that could be important for a particular project. For example, let check out the series of activities related to different projects in a specialized software company located in Central America, and that they should be executed by shared resources, as expressed in Table 1.

<table>
<thead>
<tr>
<th>Resources (for example, work stations)</th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
<th>E</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>66</td>
<td>27</td>
<td>80</td>
<td>72</td>
<td>64</td>
</tr>
<tr>
<td>2</td>
<td>28</td>
<td>60</td>
<td>14</td>
<td>12</td>
<td>92</td>
</tr>
<tr>
<td>3</td>
<td>38</td>
<td>22</td>
<td>26</td>
<td>28</td>
<td>74</td>
</tr>
<tr>
<td>4</td>
<td>2</td>
<td>18</td>
<td>100</td>
<td>78</td>
<td>6</td>
</tr>
<tr>
<td>5</td>
<td>76</td>
<td>15</td>
<td>100</td>
<td>94</td>
<td>81</td>
</tr>
<tr>
<td>Total</td>
<td>210</td>
<td>142</td>
<td>320</td>
<td>284</td>
<td>317</td>
</tr>
<tr>
<td>J.N.D. Gupta Factor</td>
<td>-0.025</td>
<td>0.0303</td>
<td>-0.025</td>
<td>-0.025</td>
<td>-0.0125</td>
</tr>
</tbody>
</table>
The Gupta algorithm is based on a discriminatory factor that is calculated as follows:

\[ K_i = \frac{1}{\min(t_{i1} + t_{i2}, \ldots, t_{in-1} + t_{in})} \]

Multiply k:

For 1 if \( t_{i1} \) greater than or equal to \( t_{in} \)
For -1 if \( t_{i1} \) less than \( t_{in} \)

where,

\( t_i \) is the estimated time in each activity and \( n \) is the number of activities.

After calculating \( K_i \), the factors are ordered from lowest to highest and thus the sequence is obtained.

In this case, the sequence recommended by Gupta is: CDAEB

With this sequence, the total time of conclusion of the projects is 586 hours. As you can notice, there is a tie in the factor of activity A and C.

Considering a tiebreaker criterion, in this case, that of minimum processing time, we can propose a new algorithm, which in this case is called, Caldwell-t Algorithm (Caldwell, 2010).

This algorithm is written as follows:

1- First, an ordering factor Factor \( B_i \) is calculated

\[ B_i = \frac{1}{\min((T_{i1} + T_{i2}), \ldots, (T_{in-1} + T_{in}))} \]

where \( T_{in} \) is the order processing time \( i \) in operation \( n \); \( T_i \) is the processing time of the activities and \( n \) is the number of activities.

2- The \( B_i \) factor is multiplied by:

+1 if \( T_{i1} \) greater than or equal to \( T_{in} \)
-1 if \( T_{i1} \) less than \( T_{in} \)

3- After assigning the sign of the \( B_i \) factor, the best sequence is ordering the obtained results from least to greatest.

4- In case of a tie between the values of the \( B_i \) factor, the work with the shortest processing time is selected. If the tie persists, the job that has the shortest cycle time between the first two operations and so on until the operation is selected is selected.

For the case presented above, we obtained that the sequence recommended by Caldwell-t algorithm is ADCEB, which results in a total project completion time (could be subgroups of complete use cases) of 554 hours against the 586 hours recommended by the Algorithm of Gupta. On the other hand, if it is compared with the Campbell Algorithm (1967), this algorithm is also robust, since Campbell throws the DCEAB sequence with a time of 564 hours.

3. Validation evidence of Caldwell-t heuristic algorithm

A fundamental need is to know if the new algorithm is statistically robust, for a very large number of iterations. The first step taken in this research was to generate 40 random iterations that would provoke ties and factor discrimination, based on data that was collected in 50 companies of the software industry in Latin America. Figure 2 shows the results.
As it is observed, there are high variations in the results, but it is notable that when the new algorithm yields shorter completion times compared to the Gupta algorithm, it does so by far. But equally, although with less probability of occurrence, when the new algorithm generates longer times against Gupta, it does so by far.

This is shown in Table 2, where it is shown that the new algorithm provides a solution equal to or better than Gupta in 78% of the cases and with a non-negligible range of variation of approximately 17%.

If the process is simulated, but this time for a very large number of iterations, we can find a more accurate result. Using software framework tie generator, the result for 2000 random iterations generated in a standardized way is shown in table 3.

As we can see, the new algorithm provides better or equal results to the Gupta algorithm in almost 80% with a variation range of 18.62%, which shows a significant improvement. In this research, a statistical reliability test was performed, resulting in 96% confidence and an error of 3.4%.
Conclusions And Future Research Work

The Caldwell-t algorithm shows to be robust compared with Gupta's algorithm, to reduce cycle times in slender software development environments, significantly reducing waste by sequencing shared resources in multiproject and multitasking environments.

Clearly, the new algorithm could become a tool for optimizing the execution of multiple projects to execute faster the routines of small cycles of programming of use cases. It can also be used to solve, effectively, the possible clashes of activity that can occur in shared resources, as opposed to the traditional methodology, which encourages multitasking.

However, the new algorithm may yield less effective results compared with Gupta for certain random configurations of expected times of execution of activities, in approximately 20% of the cases, which allows to deduce that it is better to analyze the configuration of the multiproject environment with both algorithms, instead of putting them to compete. This is important taking into account that both algorithms have the same degree of simplicity in their calculation and application by automatic means.

With this research it is demonstrated that the development of tiebreaker rules and algorithms could generate benefits in reducing the development times of computer projects and could facilitate the adoption of lean practices.

As a future line of research, the exploration of these algorithms for different configurations of development projects with multi-routes and specific variabilities at the time of conclusion of activities is proposed.
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